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Abstract—Users increasingly use their mobile devices to communicate, to conduct business transactions and access resources and services. In such a scenario, digital identity management (DIM) technology is fundamental in customizing user experience, protecting privacy, underpinning accountability in business transactions, and in complying with regulatory controls. Users identity consists of data, referred to as identity attributes, that encode relevant-security properties of the clients. However, identity attributes can be target of several attacks: the loss or theft of mobile devices results in a exposure of identity attributes; identity attributes that are send over WI-FI or 3G networks can be easily intercepted; identity attributes can also be captured via Bluetooth connections without the user's consent; and mobile viruses, worms and Trojan horses can access the identity attributes stored on mobile devices if this information is not protected by passwords or PIN numbers. Therefore, assuring privacy and security of identity attributes, as well as of any sensitive information stored on mobile devices is crucial. In this paper we address such problems by proposing an approach to manage user identity attributes by assuring their privacy-preserving usage. The approach is based on the concept of privacy preserving multi-factor authentication achieved by a new cryptographic primitive which uses aggregate signatures on commitments that are then used for aggregate zero-knowledge proof of knowledge (ZKPK) protocols. We present the implementation of such approach on Nokia NFC cellular phones and report performance evaluation results.

Index Terms—digital identity management, identity attributes, privacy, mobile devices

I. INTRODUCTION

The combined use of the Internet and mobile technologies (e.g. mobile devices, mobile and wireless communication) is leading to major changes in how individuals communicate, conduct business transactions and access resources and services. People are able to communicate anytime, anywhere with anyone. Technological advances as well as the increased number of mobile applications have resulted in new additions in end-user equipment. Smart mobile devices are equipped with various communication technologies, such as GSM/GPRS, 802.11-WLAN, Bluetooth, NFC and RFID chips as well as GPS for location awareness. Mobile devices today offer a broad spectrum of functions, including web browsers, operating systems (e.g Symbian), environments (e.g., Java virtual machine) for running mobile applications, and e-mail clients. In such a scenario, digital identity management (DIM) technology is fundamental in customizing user experience, protecting privacy, underpinning accountability in business transactions, and in complying with regulatory controls. Digital identity can be defined as the digital representation of the information known about a specific individual or organization. As such, it encompasses not only login names, but many additional information, referred to as identity attributes. The management of identity attributes on portable devices is however challenging. On one hand, identity attributes need to be shared to speed up and facilitate authentication of users and access control in a variety of contexts, including mobile environments. Users should be able to manage their identity attributes when carrying transactions or other interactions from portable devices such as cellular phones. On the other hand, the identity attributes must be protected as they may convey sensitive information about an individual and can be target of attacks.

Moreover, users should be able to control which service provider has access to information about their identity attributes. Assuring privacy and security of users’ identity attributes, as well as of any sensitive information, in the context of mobile environments is further complicated by the fact that mobile devices are not secure. Recent statistics [12] show that millions of lost or stolen mobile devices which store users’ sensitive data have been reported.

In addition to loss or theft, there are an increasing number of viruses, worms and Trojan horses targeting mobile devices. Moreover, recent attacks against Bluetooth and well-known WLAN and GPRS vulnerabilities show that it is very easy for attackers to compromise mobile devices [31].

To date there are no comprehensive solutions for handling identity attributes on mobile devices and even solutions for conventional non-mobile environments are still at a preliminary stage.

In this paper we make some steps towards such a solution and present a multi-factor identity attribute verification approach for mobile devices. By multi-factor verification we mean that whenever an individual presents an identity attribute for carrying on a transaction with a
party, such party may verify the right of this individual to use such identity attribute by asking him/her to present other identity attributes. The specification of which identity attributes have to be presented is stated by verification policies. Different parties in a distributed system may specify different policies. To assure that such an approach does not undermine privacy, we have developed a cryptographic protocol, referred to as aggregate zero knowledge proof [4]. Such a protocol allows a user to prove the knowledge of multiple secrets to a party without having to reveal them to this party. We have developed a version of such protocol for Near Field Communication (NFC) [21] enabled cellular phones. NFC is a standard-based, short-range (~ 15 centimeters) wireless connectivity technology supporting two-way interactions among electronic devices [21]. A NFC device embedded in the cellular phone is able to communicate not only with Internet via wireless connections but also with smart card readers. In addition, the cellular phone applications, referred to as MIDlets, can access the phone’s tag for reading and writing data.

The rest of the paper is organized as follows. Section II provides an overview of VeryIDX, our system for managing identity attributes. Section III introduces the basic notions on which the multi-factor identity verification is based. Section IV presents the protocols for securing, managing and using identity attributes on the cellular phone. Section V describes the system architecture. Section VI describes the implementation of the multi-factor identity verification protocol on Nokia NFC mobile phones. Section VIII presents experimental performance results. Section VIII overviews some extensions to the VeryIDX identity verification protocol. Section IX discusses related work. Finally, Section X concludes the paper and outlines some future work.

II. VERYIDX OVERVIEW

Our approach is based on an extended notion of federation. A federation is composed of the following entities: identity providers (IdPs), service providers (SPs), registrars and users [5]. SPs provide services to users as in conventional e-commerce and other federated environments. IdPs issue certified identity attributes to users and control the sharing of such information. The registrars store and manage information related to strong identity attributes, that is, identity attributes uniquely identifying an individual, as opposed to weak identity attributes which do not have such property. The information recorded at the registrar is used to perform multi-factor identity attribute verification. Note that, unlike the IdPs, the information stored at the registrar does not include the values of the strong identity attributes in clear. Instead, such information only contains the cryptographic semantically secure commitments of the strong identity attributes which are then used by the clients, running on behalf of users, to construct zero knowledge proofs of knowledge (ZKPK) [14] of those attributes. The key elements of our solution can be summarized as follows:

1) Whenever a party $P$ presents a strong identity attribute to a SP in the federation, the SP requires additional proofs of identity according to its local verification policies. The submission of additional proofs of identity by $P$ and the corresponding verification by the SP is executed through the use of our aggregated ZKPK protocols. By using such protocol the party can prove knowledge of any strong identity attributes efficiently. Since the actual values of the identifiers are not revealed to the SP, this approach preserves the privacy of the parties.

2) Each strong identity attribute used by a party $P$ in a federation, either for direct use or just for identity proof, must be registered with a registrar that, upon registration, provides $P$ with a signature on the commitment of the identifier. The management of the registered strong identity attributes is based on an identity record (IdR) created for each registering party. The identity record collects the commitments corresponding to the strong identity attributes.

3) To prevent a malicious party from registering with a federation a strong identity attribute owned by another individual, a duplicate detection protocol is run upon registration to determine whether the same strong identity attribute has already been registered by a different party.

Example 2.1: Consider a user Bob who is part of the E-Mall federation, that offers a safe environment for online shopping. Bob enrolls at registrar Reg$_1$ and registers his strong identifiers: his credit card number (CCN) and his social security number (SSN). The commitments values of CCN and SSN signed by the registrar are maintained in Bob’s IdR. Bob now can use his CCN and SSN to prove his identity. Suppose then that Bob wants to buy a book from e-Follets SP. According to e-Follets’s policy, this store requires Bob’s CCN along with a different form of identity verification for authentication. e-Follets thus challenges Bob’s SSN. As such, Bob, in order to prove the ownership of CCN, downloads his IdR from the registrar Reg$_1$ onto his NFC cellular phone. The device retrieves the identity tuples corresponding to CCN and SSN specified in the SP’s e-Follets policy and builds the aggregate proof of knowledge to be sent to e-Follets.

III. PRELIMINARY CONCEPTS

In this section we first introduce the cryptographic protocols used to implement our privacy preserving multi-factor identity verification approach. We first introduce the Pedersen commitments used to generate strong identity attributes secure commitments and the ZKPK protocol. Then, we describe the Shamir’s secret sharing scheme, that is used to protect the secrets used to compute Pedersen commitments. Finally, we briefly present the Boneh’s protocol [7] to generate aggregate signatures based on bilinear mappings.

a) Pedersen Commitment: Let $g$ and $h$ be generators of a group $G$ of prime order $q$. A value $m$ is committed
by choosing \( r \) randomly from \( \mathbb{Z}_q \) and computing commitment \( C = g^mh^r \). Commitment \( C \) is opened (or revealed) by disclosing \( m \) and \( r \), and the opening is verified by checking that \( C \) is indeed equal to \( g^mh^r \). A prover can prove by using a zero-knowledge proof that it knows how to open such commitment without revealing either \( m \) or \( r \).

b) Zero-knowledge proof of knowledge: In our approach we use the techniques by Camenisch and Stadler [8] for the various ZKPK of discrete logarithms and proofs of the validity of statements about discrete logarithms. We also conform to the same notation [8]. For instance to denote the ZKPK of values \( \alpha \) and \( \beta \) such that \( y = g^\alpha h^\beta \) holds, and \( u \leq \alpha \leq v \), we use the following notation:

\[
P K\{ (\alpha, \beta) : y = g^\alpha h^\beta \wedge (u \leq \alpha \leq v) \}
\]

c) Shamir’s secret sharing scheme: Shamir’s \((k, n)\) threshold scheme [29] is a method that divides a secret into \( n \) shares and allows the secret to be reconstructed if and only if any \( k \) shares are present. Here \( k \) and \( n \) are both positive integers and \( k \leq n \). It is also called Shamir’s secret sharing scheme.

The scheme works as follows. A trusted party, \( T \), chooses a finite field \( \mathbb{F}_p \) of \( p \) elements, with \( p \) large enough. Let the secret message \( S \) be encoded as an element \( a_0 \in \mathbb{F}_p \). \( T \) randomly chooses \( k - 1 \) elements \( a_1, \ldots, a_{k-1} \in \mathbb{F}_p \), and constructs a degree \( k - 1 \) polynomial \( f(x) = a_0 + a_1x + \ldots + a_{k-1}x^{k-1} \in \mathbb{F}_p[x] \). \( T \) chooses \( n \) elements \( \alpha_1, \alpha_2, \ldots, \alpha_n \in \mathbb{F}_p \), and creates the secret shares \( S_i \) as pairs

\[
S_i = (\alpha_i, f(\alpha_i)), 1 \leq i \leq n,
\]

where \( f(\alpha_i) \) is the polynomial evaluation of \( f \) at \( \alpha_i \). Given any subset of \( k \) such shares, the polynomial \( f(x) \), of degree \( k - 1 \), can be efficiently reconstructed via interpolation. The secret \( S \), encoded as the constant coefficient \( a_0 \), is thus recovered.

Shamir’s \((k, n)\) threshold scheme has many good properties. Most prominently, it is information theoretically secure, in the sense that the knowledge of less than \( k \) shares gives no information about the secret \( S \) better than guessing; and it is minimal, in that the size of each share does not exceed the size of the secret. Interested readers can refer to [29] for more details.

d) Bilinear maps: For a security parameter \( k \), let \( q \) be a prime of length \( k \), and \( G_1, G_2, G_T \) be groups of order \( q \). Let \( g_1 \in G_1, g_2 \in G_2 \) be generators. Function \( c \colon G_1 \times G_2 \rightarrow G_T \) is a bilinear mapping if it satisfies the following properties:

1) For all \( u \in G_1, v \in G_2 \) and \( a, b \in \mathbb{Z} \), \( c(u^a, v^b) = c(u, v)^{ab} \).
2) \( c(g_1, g_2) \neq 1 \in G_T \).
3) There exists a computable isomorphism \( \varphi \) from \( G_2 \) to \( G_1 \), such that \( \varphi(g_2) = g_1 \).

e) Bilinear aggregate signatures: The aggregate signature concept has been proposed by Boneh et. al [7]. We refer to such signature scheme as BGLS. Informally, an aggregate signature scheme allows multiple signatures to be aggregated into one signature with respect to the public keys of the signers and the signed messages. The BGLS scheme consists of five algorithms: KeyGen, Sign, Verify, Aggregate, and AggVer. Any principal \( P \) uses KeyGen to generate the private and public key pair \((\chi, \psi)\) such that \( v = g_2^\chi \) where \( g_2 \in G_2 \), \( \chi \) is the private key and \( v \) is the public key. The Sign algorithm computes the signature on input message \( m_i \) in \( G_1 \) by a full-domain hash function \( h \colon \{0,1\}^* \rightarrow G_1 \). The output \( \sigma_i = h(m_i)^x \in G_1 \) is the signature for \( m_i \). The Aggregate algorithm aggregates the signatures \( \sigma_1, \sigma_2, \ldots, \sigma_t \) for \( t \) different messages \( m_1, m_2, \ldots, m_t \), into one signature \( \sigma = \prod_{i=1}^{t} \sigma_i \). The AggVer algorithm verifies a signature and works like the Aggregate signature algorithm. For a set \( m_1, m_2, \ldots, m_t \) of different messages, and public keys \( v_1, v_2, \ldots, v_t \) and a signature \( \sigma \), the verifier checks that \( c(\sigma, g_2) = \prod_{i=1}^{t} c(h_i, v_i) \), where \( h_i = h(m_i) \) and \( e \) is the bilinear mapping.

IV. PROTOCOLS FOR THE MULTI-FACtor VERIFICATION OF STRONG IDENTITY ATTRIBUTES

In this section, we present the protocols for multi-factor strong identity attribute verification. We first introduce the notion of identity records (IdRs) that provide a representation of user identity attributes. Then, we introduce the protocol for strong identity attributes enrollment that consists of creating secure commitments and in signing them with the private key of the registrar. Finally, we present the protocol to create and verify the aggregate ZKPK of strong identity attributes’ committed values.

A. Identity Records

As we mentioned, each principal \( P \) in a federation has associated one or more IdRs, each recorded at some
registrar in the federation. Each IdR in turn consists of several identity tuples, denoted as \( \tau_i \), one for each principal’s identity attribute \( m \). An identity tuple \( \langle \sigma_i, M_i, \tau_1, validity-assurance, ownership-assurance, \{W_{ij}\} \rangle \) consists of \( \tau_1 \), an attribute descriptor, the Pedersen commitment of \( m \), denoted as \( M_i \), the signature of the registrar on \( M_i \), denoted as \( \sigma_i \), two types of assurance, namely validity assurance and ownership assurance and a set of weak identifiers \( \{W_{ij}\} \). \( M_i \) is computed as \( g^mh^r \), where \( g \) and \( h \) are generators in group \( G \) of prime order \( q \). \( G \) and \( q \) are public parameters of the registrar, and \( r \) is chosen randomly from \( \mathbb{Z}_q \). Validity assurance corresponds to the confidence about the validity of the identity attribute based on the verification performed at the identity attributes original issuer. Ownership assurance corresponds to the confidence about the claim that the principal presenting a given identity attribute is its true owner. There are four levels of assurance: absolute assurance, tagged as A, corresponding to the absolute certainty about the claim; reasonable assurance, tagged as B, corresponding to case when one or more assertions from trusted parties exist regarding the certainty of the claim; unknown assurance, tagged as U, when there is no information to assert the certainty of the claim; and false assurance, tagged as F, denoting that the claim is incorrect. We assume that absolute validity of a given strong identity attribute can only be determined by authorities which have issued the strong identity attributes. This corresponds to value A of the validity-assurance of the associated strong identity attribute. Instead, we mark as B the validity assurance of a strong identity attribute the validity of which has been asserted by a principal, whose identity record has a validity assurance set to A. If no entity other than the principal supports the validity of the strong identity attribute, this attribute is marked with unknown assurance U.

With reference to Example 1, Figure 2 shows an example of an IdR. Here the principal is known as Bob@Registrar1 and has enrolled two strong identity attributes, namely a CCN and SSN.

B. Enrollment of Strong identity attributes

In order to use its identity attributes to prove its identity, a principal has to enroll them to a registrar. The enrollment of a principal at a registrar consists of the following steps:

1) Registrar parameters. The registrar runs parameter generation algorithm \( GenKey \) that picks a prime \( q \) and three multiplicative groups \( G_1, G_2, G_T \) of prime order \( q \). Also two generators \( g_1, h_1 \) in \( G_1 \) such that \( \log_{g_1}h_1 \) and a \( G_2 \) group generator \( g_2 \) are returned by \( GenKey \). Then, the registrar runs algorithm \( KeyGen \) to generate the secret key \( \chi \), that is, a random number from \( \mathbb{Z}_q \) and the public key \( v = g_2^\chi \). The resulting set of parameters is \( \{G_1, G_2, G_T, g_1, h_1, g_2, v\} \).

2) Commitment of a value \( m \in \mathbb{Z}_q \). The principal chooses a value \( r \in \mathbb{Z}_q \), and computes \( M = g_1^mh_1^r \).

3) Zero-knowledge proof of the committed value. The principal gives ZPK of opening the commitment \( M \) to the registrar:

\[
PK\{ (m, r) : y = g_1^mh_1^r, m, r \in \mathbb{Z}_q \}
\]

4) Signing of the committed value. After performing the security checks on the committed value (namely the local consistency and federation duplicate detection), the registrar executes the \( Sign \) algorithm on the commitment \( M \) to output \( M^\chi \) as the signature where \( \chi \) is the secret key of the registrar.
C. Secret Sharing on the Mobile Phones

Suppose that a principal requests a service from a SP which requires the principal to authenticate by proving the possession of identity attributes listed in SP’s identity verification policy. To prove the possession of the identity attributes requested by SP, the principal shows that it knows how to open the corresponding commitments. In order for the principal to be able to carry out aggregate ZKPK protocol with SP, the principal needs the random secret $r$, used to compute the Pedersen commitments of principal’s identity attributes. The security of the protocols strongly depends on $r$ so it is necessary to protect it from unauthorized accesses that can occur on mobile devices. Mobile device security can be compromised if the device is lost or stolen, or due to the vulnerabilities of the communication network and/or the device software.

To prevent these security threats, we adopt Shamir’s secret sharing scheme that allows one to split a secret in $n$ shares and then to reconstruct it if and only if $k$ shares are present. The storage of the shares depends on the specific architecture of the mobile devices. Next we will focus on the Nokia NFC mobile phones that we have used in our implementation.

In our implementation the shares are stored on different mobile phone components and (possibly) on external devices such as a PC or an external storage unit. We split each random secret into four shares $s_1$, $s_2$, $s_3$ and $s_4$. The first share $s_1$ is stored in the internal memory of the mobile phone. The second share $s_2$ is further split into two secrets. A user chosen PIN number $P'$ and a number $P''$ are selected such that $P' \oplus P'' = s_2 \cdot P''$ is stored in the phone external memory. The third share $s_3$ is stored in the smart card integrated in the phone. Finally the fourth secret share $s_4$ is stored in the user’s PC which has to be accessed remotely by the phone. We consider four levels of protection for the secret $r$ that correspond to the number $k$ of shares that are needed to reconstruct $r$. The possible levels of protection are low, medium, medium-high and high. The level of protection low requires no splitting of the secret $r$. In this case, $r$ is stored in the phone smart card. The medium level corresponds to a value of $k$ equal to 2. In this case the user has to retrieve two of the four shares $s_1$, $s_2$, $s_3$ and $s_4$ to obtain the secret $r$. If the medium-high level is chosen, three shares are needed while level of protection high, all the four shares are needed to reconstruct the secret. The level of protection is set by the principal $^1$ once the principal computes the Pedersen commitments of its identity attributes by using the random secret $r$. Once set, the level of protection cannot be changed by the principal. When the principal has to prove the ownership of a set of identity attributes to the SP, $r$ needs to be reconstructed. In order to do that, a number of shares according to the level of protection set up by the principal needs to be retrieved and then combined to obtain $r$.

Example 4.1: Suppose that Bob has to prove the possession of credit card number and social security number to SP e-Follet. In order to accomplish that, Bob needs to reconstruct the secret $r$ used to compute the Pedersen commitments of his credit card number and his social security number. Bob sets the security level for $r$ to high and to retrieve each secret share he has to perform the following steps:

1) Bob retrieves $s_1$ from the phone internal memory.
2) To retrieve $s_2$, Bob inputs the secret PIN number $P'$ using the phone keypad. $P'$ is retrieved from the phone external memory and it is used to compute the second secret share $s_2 = P' \oplus P''$.
3) Bob retrieves the secret $s_3$ from the phone smart card.
4) To retrieve the secret share $s_4$ stored at the principal’s PC, Bob connects to its PC by using the phone.

By contrast if Bob sets up a medium security level, he has to retrieve only two shares to obtain the secret $r$. For example, Bob can decide to get shares $s_1$ and $s_3$ from the phone’s internal memory and the phone smart card respectively without having to insert any PIN number (see Figure 3).

D. Aggregate zero-knowledge proof of knowledge (AgZKPK)

Once the principal has reconstructed the secret $r$, he can prove the possession of the identity attributes requested by the SP. The protocol that provides aggregate proof of knowledge of the commitments corresponding to $\pi_{SP}$ is composed of the following steps:

1) Principal’s aggregation. Let $\sigma_1$, ..., $\sigma_t$ be the signatures corresponding to the strong identity attributes in SP’s identity verification policy. The principal aggregates the signatures into $\sigma = \prod_{i=1}^{t} \sigma_i$, where $\sigma_i$ is the signature of committed value $M_i = g_1^{s_i} \cdot h_1^{t_i}$. It also computes $M = \prod_{i=1}^{t} M_i = g_1^{\sum_i s_i} \cdot h_1^{\sum_i t_i}$.
Finally, the principal sends $\sigma, M, M_i, 1 \leq i \leq t$, to the verifier.

2) Zero-knowledge proof of aggregate commitment. The principal and SP carry out the following ZKP protocol:

- the principal randomly picks $y, s$ in $[1,..q]$ and computes $d = g^h s^y \pmod p$;
- the principal sends $d, \sigma, M, M_i, 1 \leq i \leq t$, to the SP;
- SP sends back a random challenge $f \in [1,..q]$ to the principal;
- the principal computes $u = y + fm \pmod q$ and $w = s + fr \pmod q$ where $m = m_1 + \ldots + m_t$ and $r = r_1 + \ldots + r_t$;
- the principal sends $u$ and $w$ to SP;
- SP accepts the aggregated zero knowledge proof if $g^uh^w = de^f$. If this is the case, SP verifies the aggregate signature $\sigma$.

3) Verification of aggregate signature. After the verifier accepts the zero-knowledge proof of the commitments, it checks that the following verifications succeed:

$$M = \prod_{i=1}^{t} M_i \quad \text{and} \quad e(\sigma, g_2) = e(M, v).$$

V. SYSTEM ARCHITECTURE

We have implemented our protocol on Nokia 6131 NFC [22] mobile phones. NFC enabled devices are gaining popularity because they are easy-to-use for ubiquitous accesses to systems and services. Based on a short-range wireless connectivity, the communication is activated by bringing two NFC compatible devices or tags within a few centimeters from one another.

The system architecture is shown in Figure 4. It consists of four main components: a SP application, an external NFC reader, the Nokia 6131 NFC [22] mobile phone and the registrar. The core architectural component is the NFC mobile phone. It consists of an Antenna, for detecting external targets such as tags, external readers, or other Nokia 6131 NFC mobile phones; an NFC modem, for sending and receiving commands between antenna, secure element, and phone firmware including J2ME environment; a Secure element, for enabling third-party application development using tag/card emulation; Phone firmware, for providing mobile phone functions with NFC features; a SIM card, for GSM subscription identification and service management; J2ME environment included in phone firmware, for enabling third-party application development using Nokia 6131 NFC features; and an External memory.

The Secure element within Nokia 6131 NFC can store information securely, which can be used for payment and ticketing applications or for access control and electronic identifications. Secure element is divided into two subcomponents, Java Card area (also referred to as smart card) and Mifare 4K area. Mifare 4K contains data, whereas smart card application contains an executable program. Java Card provides high security environment and executes code, which means it can be used for more complex applications. Therefore, we store in the Java Card some of the shares in which the random secret $r$ is split because of the high security provided by Java Card. Secure element is accessible through NFC modem internally from MIDLets and externally by external readers. MIDLets are Java applications running in the J2ME environment. In the next section we describe in details, how we have implement our protocol to manage identity attributes by using MIDLets.

The NFC reader enables the communication between the SP application and the mobile phone. It transmits and receives messages from the NFC cellular phone. The SP application consists of three main modules: Request Manager, Message Handler and ZKPK. The Request Manager module parses principals requests and selects from a local repository the identity verification policy that applies to the request. The Message Handler module provides all functions supporting the communications between the SP application and the external NFC reader. The ZKPK module supports the verification of identity attributes by carrying out aggregate ZKPK.

The registrar component provides the functionalities to store clients’ identity records and to retrieve the public
parameters required in the AgZKPK protocol.

VI. IMPLEMENTATION

In this section we describe how we have implemented the multi-factor identity attribute verification protocol on the Nokia 6131 NFC cell phone. We store the principals’ IdR in the external phone memory, while the secret \( r \) used to compute the secure commitments is saved in Mifare 4K. We have implemented a MIDlet that creates the AgZKPK. The implementation of the secret sharing phase is under development.

The MIDlet execution is triggered when the principal’s cell phone tag Mifare 4K captures the verification policy sent by the SP’s NFC reader and the Mifare 4K transfers this policy to the cell phones main memory. The MIDlet retrieves from the phone external memory the commitments corresponding to the strong identity attributes requested by the verification policy. Then, the MIDlet runs a new MIDlet which is executed in a protected domain with restricted permissions. This is necessary because the new MIDlet uses cryptographic secrets associated with the strong identity attributes to create the aggregate zero knowledge proof AgZKPK. Once the AgZKPK is computed, the MIDlet sends it to the main MIDlet.

Upon receiving the AgZKPK, the main MIDlet transfers it to the Mifare 4K so that it can be read by the external NFC reader.

The MIDlets developed to generate the AgZKPK run on Java 2 Micro Edition (J2ME), a subset of Java 2 Standard Edition (J2SE), which provides environments and APIs for mobile and embedded devices. Since J2ME is aimed at hardware with limited resources, it contains a minimum set of class libraries for specific types of hardware. In our AgZKPK implementation on conventional non-mobile platforms, we used the java.math.BigInteger and java.security.SecureRandom class defined in J2SE to implement secure commitments, but both java.math and java.security package are not supported in J2ME.

Therefore, we have used the third-party cryptography provider BouncyCastle [1], a lightweight cryptography APIs for Java and C# that provide implementation of the BigInteger and SecureRandom classes.

In addition, because of the limited memory size of mobile phone, we reduced the MIDlets’ code size by using code obfuscation techniques provided by Sun’s NetBeans IDE. Code obfuscation allows one to reduce a file size by replacing all Java packages and class names shorter names, typically consisting of meaningless characters. For example, a file of size 844KB can be reduced to a size of 17KB.

Moreover, the MIDlets must have read and write privileges on the principal’s phone tag Mifare 4K in order to enable the communication with the SP’s NFC reader. In fact, the SP’s verification policy is saved in Mifare 4K and then passed to the MIDlet to create the proof. Then, the created AgZKPK is stored in Mifare 4K in order to be read by the SP’s NFC reader. In order to allow the MIDlets to access Mifare 4K, the MIDlets must be signed. To sign the MIDlets we used the Carbide.j tool [2] provided by Nokia that requires a code signing certificate released by a certification authority (CA) to generate the signature. We have also implemented the SP component as a web application using Java and the Apache Tomcat Application Server and the registrar component as a JAVA servlet.

VII. EXPERIMENTAL RESULTS

In this section we present the results of the tests we have performed to evaluate the performance of the multi-factor identity attribute verification protocol implementation on the mobile phone. An aspect that might influence the performance of our protocols is the number of strong identity attributes that are aggregated and verified. Therefore, we have considered the following test cases:

1) we have measured the execution time that the mobile client application takes for the generation of the AgZKPK by varying the number of attributes being aggregated from 1 to 50;
2) we have measured the execution time the time that SP’s interface takes to perform the verification by varying the number of strong identity attributes that are verified from 1 to 50.

We have compared the execution time to create the aggregate ZKPK on the mobile phone with the time to perform the same operation on the VeryIDX web-based implementation [3]. We have measured the execution time in CPU time (milliseconds). Moreover, for each test case we have executed twenty trials, and computed the average execution time over all the trial executions. To run the experiments, we have deployed the SP interface on a Windows XP Professional SP3, processor Intel Dual Core 2.33 GHz and a 2 GB 667 MHz DDR2 RAM.

Figure 5 reports the times required by the VeryIDX mobile phone implementation and by the web-based protocol implementation for generating the aggregate zero knowledge. In both cases, the AgZKPK protocol takes almost constant time for the ZKPK generation even if the number of identity attributes being proven increases. The reason is that the AgZKPK only requires a constant number of exponentiations [4]. Moreover, as expected, the time to create the proof on the mobile phone is higher than the time to perform the same operation on the web-based implementation due to the phone’s limited computing power. The average time for the creation of an aggregate proof on the mobile phone is 2.257 seconds, while on the web-based application is around 0.02 seconds. Figure 6 reports the time that the SP application takes to perform the strong identity attributes verification. Notice that the verification time linearly increases with the number of strong identity attributes to be verified. The reason is that during the verification the SP is required to multiply all the commitments to verify the resulting aggregate signature.

VIII. ADDITIONAL FEATURES OF VERYIDX

In addition to the basic protocol for the aggregate verification of identity attributes, a protocol supporting the privacy-preserving verification of conditions against identity attributes has been recently added to VeryIDX [25]. Such protocol uses the Oblivious Commitment-Based Envelope (OCBE) protocol, proposed by Li and Li [17].

The OCBE protocol allows a SP to send a user information encrypted based on the receiver’s commitment, so that the user can only decrypt the information if and only if the committed value of the identity attribute verifies a predicate specified by the policy of the service provider. The OCBE protocol assures that the SP will not learn the value of the identity attribute of the user and not even whether the user identity attribute verifies the predicate or not. In our context, depending on the type of services provided, the SP may or may not need to know the outcome of predicate verification. For example, if the services only deal with content provisioning, the SP may encrypt the contents with one or more keys, and then transfer the keys to the user by using the OCBE protocol. If the user identity attribute verifies the condition, the user will be able to extract the keys and decrypt the contents; otherwise, the user will not be able to extract the keys, and thus be unable to decrypt the contents. In such context, the SP does not need to know whether the user’s identity attribute verifies the predicate. For services different from content provisioning, the SP may have to know the outcome of the verification in order to provide the requested service and inferences on the actual value of the identity attributes may thus be possible. However because OCBE supports inequality conditions, the predicates may be written so that only minimal information about the identity attribute be inferred. For example, the fact that a user’s age verifies a predicate of the form “age = 18” allows the SP to infer that the age of the user is indeed 18. However, a predicate of the form “age > 18” leaks only a lower bound on the actual user age. In terms of performance, the experimental results show that OCBE protocol is quite efficient in verifying equality conditions on receipts; however, the performance of the inequality conditions’ verification needs to be improved.

Another recent extension to VeryIDX is related to the problem of naming heterogeneity for identity attributes. Naming heterogeneity occurs when service providers and clients use different vocabularies to denote identity attributes. In particular, whenever a client sends a request for a resource or a service to a service provider, the client may not understand which identity attributes it has to provide to satisfy the service provider identity verification policy. Therefore, the client is not able to prove its identity and thus not able to access the service/resource. To address such problem, the VeryIDX identity verification protocol has been integrated with a protocol to match the identity attribute names referred by the service provider’s policies and client’s vocabularies. Such protocol uses look up tables, dictionaries, and ontology mapping techniques [24].

IX. RELATED WORK

The most relevant proposals in the area of digital identity management are CardSpace [9], OpenID [23], Liberty Alliance [16], Shibboleth [30], WS-Federation [32], and Credentica [11]. We can classify these proposals into user-centric and federated-DIM frameworks. CardSpace, OpenID and Credentica are user-centric while like Liberty Alliance, Shibboleth, and WS-Federation are federated digital identity management frameworks. The main difference among such proposals is in the protocol they use to verify users’ identity. In CardSpace, the user is presented with a set of information cards representing the digital identities that satisfy a SP’s policy. When the user selects the information card to be presented to the SP, the IdP which has issued the card to the user, releases to the user a security token encoding claims corresponding to the selected information card. The user, then, passes such token to the SP. Credentica supports an identity verification protocol similar to the one by Card Space: the SP verifies the user’s identity based on an ID Token issued by an IdP to the user encoding claims about the...
identity the user has chosen to present to the SP. In OpenID, when a user accesses a SP’s web site, he/she provides an OpenID that is the URL of a web page listing the user’s IdPs. The SP selects an IdP and the browser is redirected to the IdP’s web page. If the IdP successfully verifies the identity of the user, the browser is redirected to the designated return page on the SP web site along with an assertion that the user is authenticated. Our approach for digital identity verification is aligned with user-centric DIM frameworks because the user can view through the client interface which attributes are returned by the SP as result of the matching process.

Other relevant proposals, like Liberty Alliance, Shibboleth, and WS-Federation, are based on the notion of federated identity. Federations facilitate the use of users’ attributes across trust boundaries to establish a federation context for the users. In Liberty Alliance, a federation is represented by a circle of trust that is constituted by service providers (SPs) and IdPs having mutual trust relationships. The circle of trust enables single sign-on (SSO) across different SPs’ web sites. When the authentication of a user is requested by a SP, the IdP authenticates the user and then issues an authentication assertion. The SP validates the assertion issued by the IdP, and determines whether or not it should be accepted. Once a user has been authenticated, the user is able to sign-on on other service sites without having to be re-authenticated at each site. In [18], it is discussed how Liberty’s open standard can enable secure delivery of mobile services.

Shibboleth is another initiative supporting cross-domain SSO. WS-Federation does not propose another identity verification protocol but specifies how to use WS-Trust, WS-Security, and WS-SecurityPolicy to provide mechanisms for identity brokering, attribute discovery and retrieval, authentication, and authorization claims between federation partners, and protecting the privacy of these claims across organizations. In our approach, we assume a “relaxed” notion of federation in that a trust relationship does not need to exist between all the SPs and IdPs.

Other identity management initiatives have gained importance with the rapid adoption of second-generation mobile telecommunication systems, leading to the growth of m-commerce [15], [26].

Rannenberg et al. [26] propose an approach to mobile DIM based on the GSM infrastructure and the information stored at the Subscriber Identity Module (SIM). Each SIM contains a secret unique symmetric key (specified as $k$) stored together with the ID of the subscriber. This key is only shared with the authentication centre (AuC) of that GSM network operator that issued the SIM. When a GSM subscriber tries to log on to the GSM network (usually when he switches on the phone) the SIM passes the subscribers ID to the AuC. The AuC then checks whether the SIM also knows the respective $k$: The AuC sends a random challenge message to the subscribers phone. The SIM in the phone has to encrypt that challenge message with the $k$ and sends it back to the AuC. The AuC encrypts the same message with the local copy of the $k$ and compares the results. If they match, the subscriber is granted access to the GSM network.

Jendricke et al. [15] propose a system that selects the identity information a principal can use depending on the context (location etc) and warns the principal when he/she accidentally disclose sensitive identity information.

X. CONCLUSION

This paper proposes protocols for managing identity attributes in cellular devices and supporting their secure and privacy preserving usage. The protocols are based on aggregate zero knowledge proof and aggregate signature on strong identity attributes’ commitments. We have implemented the protocols on the Nokia NFC cellular phones and we have shown that the execution time to create the aggregate proof of knowledge is almost constant with respect to the number of strong identity attributes being aggregated. We are currently completing the implementation of our prototype system by developing a MIDLet supporting the secret sharing phase of our protocol. We are working to improve the usability of the shares retrieval process to reconstruct the random secrets so that the users intervention is minimized.
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